
The "Interactive Workbook" for Code 

As someone comfortable with Excel, you are used to a specific workflow: you see your data in a 
grid, you type a formula into a cell (like =SUM(A1:A10)), you press Enter, and you immediately 
see the result. If the result looks wrong, you tweak the formula and press Enter again. This 
immediate feedback loop is crucial for analysis. 

Traditional programming often feels different. Usually, you write hundreds of lines of code in a 
file, run the whole thing at once, and hope it works. That feels like building an entire complex 
financial model blindfolded and only checking the total at the very end. 

Jupyter Notebooks bridge this gap. Think of a Jupyter Notebook as a super-powered, infinite 
scroll Excel sheet. It allows you to write code in small chunks (cells), run just that specific 
chunk, and see the result immediately underneath it. 

The Anatomy of a Notebook 

In Excel, your workspace is a grid of cells. In Jupyter, your workspace is a vertical list of Cells. 
However, unlike Excel where a cell holds either data OR a formula, Jupyter cells come in two 
main flavors that help you tell a story with your data. 

1. Code Cells (The Formula Bar) 

This is where you do the work. Think of a Code Cell as a multi-line Excel formula bar. You type 
your Python instructions here. When you run the cell, the computer executes those specific 
instructions and prints the output directly below the cell. 

• Excel Analogy: You type =A1+B1 and see the number. 

• Jupyter Analogy: You type sales + tax and see the total. 

2. Markdown Cells (The Text Box) 

In Excel, when you want to explain your analysis to a manager, you might merge a few cells at 
the top and write a title, or insert a text box to add notes. In Jupyter, you use Markdown Cells. 
These allow you to write formatted text (headers, bullet points, bold text) right between your 
code blocks. 

• The Benefit: You aren't just handing over a calculator; you are handing over a report that 
explains how the calculation works. 

Launching and Navigation 

If you installed the Anaconda Distribution (as discussed in previous steps), you already have 
Jupyter. 

1. Open Anaconda Navigator: Click the "Launch" button under Jupyter Notebook. 

2. The Dashboard: Your web browser will open. This page isn't a website on the internet; it 
is a view of the files on your own computer. It looks just like your standard file explorer 
(Finder or Windows Explorer). 

3. New Notebook: Navigate to your project folder and select New > Python 3. 

This opens a blank notebook. It will look empty, much like a fresh Excel workbook (Book1.xlsx). 



Practical Example: The "Shift + Enter" Workflow 

In Excel, you press Enter to submit a formula. In Jupyter, pressing Enter just creates a new line 
inside the cell (so you can write more code). To actually "run" the code, you press Shift + Enter. 

Let's look at how you would set up a simple analysis in Jupyter compared to Excel. 

Scenario: You want to calculate the profit margin on a product. 

The Excel Mental Model: 

1. In cell A1, you type 100 (Revenue). 

2. In cell A2, you type 70 (Cost). 

3. In cell A3, you type =A1-A2 to get Profit. 

The Jupyter Notebook Setup: 
You would type the following into a single Code Cell: 

revenue = 100 

cost = 70 

profit = revenue - cost 

 

print(profit) 

What happens when you press Shift + Enter: 

1. Python reads the first three lines and stores those numbers in its memory (just like Excel 
holds values in cells). 

2. The last line, print(profit), tells Python to show you the answer. 

3. The number 30 appears immediately below that cell. 

Why This Matters for Automation 

You might ask, "Why not just use Excel if the result is the same?" 

1. The Audit Trail: In Excel, complex logic is often hidden inside cells. You have to click 
around to find where the math happens. In a Jupyter Notebook, the logic is written out 
plainly in English-like syntax (profit = revenue - cost). It is much easier to spot errors in 
logic. 

2. Reproducibility: If you receive a new dataset next month, Excel often requires you to 
copy-paste data and check if the ranges (e.g., A1:A500) need to be updated. In Jupyter, 
you simply load the new file at the top and hit "Run All." The notebook re-processes the 
new data using the exact same steps you defined previously. 

3. Handling Size: Excel begins to struggle or crash when you hit a few hundred thousand 
rows. Jupyter (using Python) can handle millions of rows of data without crashing your 
computer, processing them line-by-line in the background. 

Summary of Key Controls 



To get comfortable, remember these three translations from your Excel habits: 

• Excel: Typing in a cell $\rightarrow$ Jupyter: Typing in a Code Cell. 

• Excel: Pressing Enter $\rightarrow$ Jupyter: Pressing Shift + Enter (Run). 

• Excel: Saving (Ctrl+S) $\rightarrow$ Jupyter: Autosaves, but Ctrl+S works here too 
(creates a checkpoint). 

Setting up a Jupyter Notebook is the first step in moving from "calculating data" to 
"programming data analysis." It provides the safety of seeing your results step-by-step, just like 
you are used to, but with the unlimited power of Python under the hood. 

Click any question to explore it: 

# Question 

1 
What is the easiest way for an Excel user to install Python and Jupyter Notebook on their 
computer for data analysis, and what role does the Anaconda distribution play in this? 

2 
How does the Jupyter Notebook interface, with its code cells and markdown cells, compare 
to an Excel workbook for organizing a step-by-step data analysis workflow? 

3 
What is the standard Python code using the 'pandas' library to read data from an Excel file 
(.xlsx) into a Jupyter Notebook, and what is a pandas DataFrame? 

4 
Can you show me the basic Python code for performing common Excel tasks like filtering 
rows based on a condition, selecting specific columns, and sorting data within a Jupyter 
Notebook? 

5 
How do I create a new calculated column in a pandas DataFrame, similar to writing a 
formula in an Excel cell that references other cells? 

6 
What is the Python equivalent of an Excel PivotTable for summarizing and aggregating data, 
and can you provide a simple code example using pandas? 

7 
Which Python libraries are most commonly used within Jupyter Notebooks to create 
visualizations like bar charts and line graphs, and how can I display them directly in my 
notebook? 

8 
How can I structure a Jupyter Notebook to automate a repetitive reporting task, such as 
loading a new data file each week, cleaning it, and generating a summary table? 

9 
Once my analysis is complete in a Jupyter Notebook, what are the best ways to export my 
results, like a data table or a chart, back into an Excel file or a PDF report? 

10 
What are some key best practices for using Jupyter Notebooks that help make my analysis 
reproducible and easy for others (and myself) to understand later, which can be a challenge 
in complex Excel files? 

 


